Tools for Framework Architecture Verification 
Overview
This document presents three tools: Deps, Layering, and PotentialCallers. They are described in what follows. All tools are command line, and can be run with no parameters to get a small description of themselves.
All tools require that fsharp 1.9.4.19 be installed.
The tools are under active development. Please visit our code gallery site for updates.
Deps
Deps.exe constructs the dependency diagrams between assemblies, and carries out  cycle detection analysis.
The command line format is:
deps.exe {d|s} <mscorlib_path> <path_list> [:assembly_name]
Where:
· d/s indicates whether folders containing assemblies should be enumerated deep or shallow.
· mscorlib_path is the file path to mscorlib. For example: c:\Windows\Microsoft.NET\Framework\v2.0.50727\mscorlib.dll
· path_list is a space delimited list of folder paths that contain assemblies.
· :assembly_name is optional. It is the name (not file name) of an assembly. (example: System, not System.dll). The tool will additionally generate diagrams where only this assembly and its dependencies are shown. 
Example:
deps s c:\Windows\Microsoft.NET\Framework\v2.0.50727\mscorlib.dll c:\Windows\Microsoft.NET\Framework\v2.0.50727 :System
The tool produces the files:
· Full.dot. This is a graphviz – formatted file containing the inter-assembly dependencies, based on what each assembly declares as its references. 
· Api.dot. This is also a graphviz formatted file containing inter-assembly dependencies, but only those that are based on the non-private API signatures of public types. This includes the types themselves (i.e. a type A inheriting from a type B defined in another assembly will cause a dependency arc between these assemblies)
· Full.txt. This is a text file showing which assemblies can be reached from each assembly, and whether there are cycles (the “True/False” statement)
· Api.txt. Similar to above, but based on API-only dependencies.
· Assembly_name.full.dot and Assembly_name.api.dot – if the :assembly_name option was specified, 2 graphviz files containing just the given assembly and its dependencies.
If the tool cannot find a dependency in the paths provided, it will record the assembly between square brackets, as such: [something]. Mscorlib is also recorded like that.
The tool additionally outputs some general-interest statistics (e.g. number of types, number of members, etc).

Layering
Layering.exe verifies that some assemblies respect an architectural diagram.
The command line format is:
Layering.exe <diagramFile> <mscorlib> <dirs>
Where:
· diagramFile is an xml file respecting the schema defined in FrameworkArchitecture.xsd (see below for a description of the schema and an example). It essentially describes a number of layers and groups.
· mscorlib is the location of mscorlib – similar to deps.exe, this is a file path to mscorlib.dll
· dirs is a space-separated list of folders containing assemblies. The tool will recursively search for assemblies in these folders
The tool outputs directly on the console a report of:
· what assemblies were found in the folders but not in the diagram file
· what assemblies were found in the diagram, but not in the folders given
· what assembly references were not resolvable (i.e. the referenced assembly could not be found)
· finally, a list of violations, and the reason for the violation.
The tool also outputs a file called “graph.dot” which shows the relations between groups within a layer and, between layers, the dependencies that violate layering. The file can be processed by graphviz.
FrameworkArchitecture.xsd
An example of a valid xml diagram file is:



<?xml version="1.0" encoding="utf-8" ?>
<FrameworkArchitecture xmlns="http://tempuri.org/FrameworkArchitecture.xsd" Name=".NET Framework 3.51(PARTIAL)" >  
  <Layer xmlns="" Name="MinFX" ID="minfx" Order="0">    
    <Group xmlns="" Order="1" ID="MinFX.Base">
      <Bin Name="system.dll" />
      <Bin Name="system.security.dll" />
      <Bin Name="system.serviceprocess.dll" />
    </Group>
    <Group ID="remoting" Order="3">
      <Bin Name="system.runtime.remoting.dll" />
      <Bin Name="system.runtime.serialization.dll" />
    </Group>
  </Layer>

  <Layer xmlns="" ID="applications" Order="3">
    <Group ID="CLRApps" Order="0">
      <Bin Name="regasm.exe" />
      <Bin Name="regsvcs.exe" />
      <Bin Name="caspol.exe" />
      <Bin Name="ilasm.exe" />
      <Bin Name="installutil.exe" />
    </Group>
    <Group ID="aspnetapps" Order="0">
      <Bin Name="aspnetmmcext.dll" />
      <Bin Name="mmcaspext.dll" />
    </Group>    
  </Layer>
</FrameworkArchitecture>
The file consists of layer definitions. Each layer is defined by groups. Each group is defined by a list of managed binaries. 
Each layer has an order. No 2 layers may have the same order. The tool considers it a violation if there are assemblies in a lower layer depending on assemblies in a higher layer.
Each group has an order. Two groups may have the same order. The tool considers it a violation if there is a dependency from a lower group to a higher group (in the same layer), or between groups of the same order (also, within the same layer).
PotentialCallers
PotentialCallers shows the list of methods that may (directly or indirectly) make a statically-determinable call to any one of the methods in a given set. To reiterate: no virtual calls are analysed.
The command line format is:
potentialCallers <methods> <mscorlib> <dirs>
Where:
· methods is a file listing the set of methods. An example is included with the distribution (see methods.txt)
· mscorlib is the file path to mscorlib.dll
· dirs is a space-delimited list of folders containing assemblies.
The tool outputs at the console the list of direct calls that leads to calling any of the methods in the list. The output may be captured and then processed by graphviz.
To explain the output further: a call A->B means that method A makes a call to method B. If method B is in the set, then the fact that the call needed to be included is immediate. If B is not in the set, it means that B’s control flow touches one or more of the methods in the set. 
The full output of the tool will contain all the segments in the call path between any method and a method in the given set.
