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## PREFACE

This book covers the basic aspects of game system design in plain English. It uses numerous examples and analogies to help guide you through topics that might seem intimidating at first but are totally within your reach. The book focuses on learning how to use spreadsheets for system design. It covers the basics and best practices for using spreadsheets to make complex game data more manageable.

## Who This Book Is For

The primary audience for this book is aspiring game designers who are new to doing system design and interested in learning more. It is assumed that anyone starting this book already understands basic mathematics. But, beyond that, there are no presumptions for prior game design learning. This book is made to guide someone with a basic high school education from being a complete novice to becoming a practicing system designer.

The following are some of the groups of people who could benefit from the methods described in this book:

- Aspiring professional video game system designers
- Game masters/dungeon masters
- Hobbyist video game designers
- Designers of pen-and-paper RPGs and other analog games
- Experienced level designers who want more system design knowledge
- Programmers/engineers who will be working with system designers
- High school educators who want to connect games with math for students
- Producers/lead designers who want to better understand systems


## How To Use This Book

This book is written to be read from beginning to end if you are starting fresh, without much prior knowledge of game systems. It's also made to be a reference book that you can jump around in and pick up useful bits of information, even if you are an experienced system designer. The best method for absorbing the information would be to read through the book
once, working in a spreadsheet as you go, and then come back to the book as you create your next game for guidance on the complex tasks required to fully realize your game.

This book discusses and refers to a number of existing games, and it would be helpful for you to understand these games to some extent. Before you read the rest of this book, familiarize yourself with the following games by at least watching video reviews online or finding free web apps and playing the game a few times:

- Play backgammon, chess, and the Royal Game of Ur. Pay attention to the kinds of dice rolls you make in these games, how pieces are moved, and how the mechanics of each game interact with the game objects.
- Play The Battle for Wesnoth to get a better idea of what a turn-based game is and what an RPG is. Wesnoth has attribute-driven data objects and game mechanics that illustrate many of the concepts covered in this book. Further, it is supported by an active community that keeps the game well documented and up to date.
- Play or at least watch video reviews of Pac Man, Galaga, and other classic arcade games.

The games used as examples in this book were purposefully chosen because they are easily accessible.

This book describes many methods of working with game systems in great detail. It might seem that the methods in this book are being exclusively recommended, but this is not the case. Game system designers use an infinite number of methods, tricks, and techniques to do their work. They use so many, in fact, that they could not fit into a single book. This book is designed to provide a starting point that shows a small number of sample methods that are useful for all system designers. I expect and encourage you to continue to learn more techniques from other books, colleagues, and you own personal experiences. There are as many different ways to design game systems as there are system designers, and experimenting will help you find your own style.

## What This Book Covers

Here is a rundown of what each chapter in this book covers.

## - Chapter 1: Games and Players: Defined

This chapter defines some of the important terms used in this book and provides some clarity on some important topics.

## - Chapter 2: Roles in the Game Industry

The game industry includes a wide variety of disciplines and subdisciplines that can be confusing to those who are new to game design. This chapter describes the common roles in the industry.

## - Chapter 3: Asking Questions

Game designers must ask questions and interpret answers in unique ways, and this chapter helps you rethink how we go about it.

## - Chapter 4: System Design Tools

The game industry is, as you would expect, full of computer software tools. This chapter covers the kinds of tools you are likely to use and some of the most popular tools in each category.

## - Chapter 5: Spreadsheet Basics

Spreadsheets are ubiquitous in most work, and they are especially useful to game system designers. This chapter covers spreadsheet basics.

- Chapter 6: Spreadsheet Functions

This chapter continues the exploration of the power of spreadsheets by focusing on functions.

## - Chapter 7: Distilling Life into Systems

When you really look in detail at the mechanics that compose any game, you find that they are analogs for aspects of real life, even if they are abstracted. This chapter explains how you use those abstractions to create the building blocks of games.

## - Chapter 8: Coming Up with Ideas

This chapter helps you develop your skills around being creative, specifically in regard to coming up with new ideas for games.

## - Chapter 9: Attributes: Creating and Quantifying Life

One of the most common early tasks system designers perform is creating attributes for game objects. This chapter covers what attributes are and how to get started creating them for a game.

## - Chapter 10: Organizing Data in Spreadsheets

Once you have started creating attributes for your game objects, you will need to organize them and eventually analyze them. The best place to do this is in a spreadsheet. This chapter covers how to organize your ideas in a usable format.

## - Chapter 11: Attribute Numbers

This chapter discusses how to quantify attributes into numbers, including a scale of numbers and what kind of number granularity best fits a game.

## - Chapter 12: System Design Foundations

This chapter covers attribute weights, considerations for intertwined attributes, binary searching for the correct number, and naming conventions.

- Chapter 13: Range Balancing, Data Fulcrums, and Hierarchical Design This chapter discusses methods of turning a small number of data objects into a fully fledged set of game data.
- Chapter 14: Exponential Growth and Diminishing Returns

Exponential growth is one of the most powerful methods of balancing modern games. This chapter covers why we use this method and explains a formula you can use to quickly create a nearly infinite number of varieties of exponential growth in games.

- Chapter 15: Analyzing Game Data

An important step in understanding a game as a whole is to evaluate all of its objects together, whether it's a small set of 10 objects or tens of thousands of objects. This chapter covers how to collect data in a spreadsheet and get started doing basic analysis.

## - Chapter 16: Macrosystems and Player Engagement

You can use several different styles of difficulty adjustment to make a game harder or easier or to adjust a game to a player's particular needs. This chapter provides a highlevel overview of various methods and gives examples of how these methods can be used in a variety of situations to get the proper balance for a game.

## - Chapter 17: Fine-Tuning Balance, Testing, and Problem Solving

Much of a game designer's time is not spent designing but balancing, testing, and problem solving. This chapter covers methods of making these important tasks easier and more productive.

## - Chapter 18: Systems Communication and Psychology

Games can be delivered to an audience in a variety of ways. A designer must consider how a particular game gives information to players and receives information from them. This chapter covers many of the aspects of communication with players.

## - Chapter 19: Probability

Not everything is predictable in the world or in games. However, it is possible to understand some unpredictability. This chapter introduces you to basic methods of calculating and understanding game probability.

## - Chapter 20: Next Steps

This final chapter gives you some more direction toward further growth in the world of game system design.

Register your copy of Introduction to Game Systems Design on the InformIT site for convenient access to updates and/or corrections as they become available. To start the registration process, go to informit.com/register and log in or create an account. Enter the product ISBN 9780137440849 and click Submit. Look on the Registered Products tab for an Access Bonus Content link next to this product, and follow that link to access any available bonus materials. If you would like to be notified of exclusive offers on new editions and updates, please check the box to receive email from us.
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## CHAPTER 11

## ATTRIBUTE NUMBERS

So far in this book, you have created objects and their attributes. You have also created a spreadsheet to organize all your data. The next step in bringing your game ideas to life is to start putting in numbers for all of those attributes.

## Getting a Feel for Your Attributes

Before trying to assign numbers to attributes, you should start by getting a feel for what you want to get from those attributes. For example, if you were making a racing game and wanted to create the speeds and acceleration attributes for three different vehicles, you could start with some descriptions of what the speed and acceleration feel should be:

- Sports car: Good acceleration and good top speed
- Muscle car: Fastest top speed but with less acceleration than a sports car
- Motorcycle: Fastest acceleration but lowest top speed

While you have assigned no numbers to these attributes yet, you now have a guide that will help in determining what numbers fit the feel you want.

## Determining the Granularity for Numbers

After you come up with attributes for game objects, you need to assign numbers to the attributes. Because you are making up all the attributes and numbers for your game, technically you could use any numbers you want. The granularity of the numbers you use can have a dramatic impact on how a player perceives the game. The following sections provide some to help you determine the granularity of your numbers.

## Numbers Should Relate to Probability

Numbers should have a visible impact on the game. The larger the possible outcome of a random event, the larger the corresponding numbers of the game must be. For example, if a character has 10 HP , it doesn't matter if the character receives 11 damage or 5,000 damage, as either one will be a one-hit kill. Say that you know a character is rolling 1D6 (a single sixsided die) for damage, and you always want the character to survive at least three hits. In this case, the minimum hit point value would be 111.


Figure 11.1 Backgammon board

Let's consider backgammon as an example. (Do a search for "official backgammon rules" if you need to familiarize yourself.) In backgammon, the maximum number of moves a piece can take at one time is 24 . The maximum is 24 because even the largest roll possible can have a use and not be wasted. In addition, 24 is the number of spaces on the board (see Figure 11.1). The relationships between the number of needed movement spaces and the potential outcomes of the dice are intertwined. If you were to expand the board, you would likely need larger potential rolls to keep the game moving. Conversely, if you were to shrink the board, you would want to reduce the amount of possible movement.

## Some Numbers Need to Relate to Real-World Measurements

Some numbers, such as height, weight, and speed, are analogs of the real world. The scale of those numbers has already been decided for you. Even if it is better for your game to use three-digit numbers than to use smaller numbers, you can't decide that every person in your game is going to be measured in hundreds of feet (or meters) in height. Players have incoming knowledge of fixed scales and expect you to play along with the real world. So, if being taller in your game is better, then you will need to adjust your scale. There are a few ways to do this:

- Use a smaller unit of measurement so you get larger numbers.
- Adjust your scale of numbers to fit a fixed attribute.
- Convert the real-world scale to a game scale.

For example, you might list attributes for a basketball player as follows:

## Example 1

Strength: 150
Height: 6 (feet)
Speed: 220
Dexterity: 180
This looks odd because the height attribute is a single digit, while the rest of the attributes are triple-digit numbers. In addition to looking odd, this would create the need to use fractions or decimals. Here's another example of attributes for a basketball player:

## Example 2

Strength: 150
Height: 182 (centimeters)
Speed: 220
Dexterity: 180

This scale is much better. All the attribute numbers are triple-digit numbers and within a similar range.

Here's another example of attributes for a basketball player:

## Example 3

Strength: 50
Height: 72 (inches)
Speed: 73
Dexterity: 60
This scale is also better than the first one. Changing to a more granular measurement of inches and switching all attributes to be two-digit numbers makes them line up nicely.

Now consider this final example of attributes for a basketball player:

## Example 4

Strength: 150
Height: 165 (game units)
Speed: 220
Dexterity: 180
This scale also works because you have ditched reality and made your own scale that enables the attributes to all be three-digit numbers in a similar range. Making up your own units may lead to a bit of confusion as a player won't initially know how to picture a height of 165 game units, but you can overcome this difficulty with art.

## User Smaller Numbers for Easier Calculations

A player needs clear numbers for each individual calculation and for repeated calculations. If you are asking players to do calculations in their head in the game, then you need to limit the complexity of the numbers. Further, if you are asking players to do many calculations or frequently recurring calculations, you need to further restrict the complexity of those calculations. It is easiest for players to process simple numbers-that is, small whole numbers.

In very old games, attribute numbers are all very small. The number of pieces a player has, the faces of the dice, and total points for a game tend to be no more than two digits. Often they are single digits. Old games use small whole numbers to make the numbers easier for players to remember and use in calculations in their heads. The more frequently a player is required to do calculations, the simpler the calculations tend to be and the smaller the numbers involved are.

Think again about backgammon, for example. Players need to be able to calculate rolls and results in their heads, and complex systems of multiplication or addition would cause unneeded confusion. For each turn in backgammon, a player rolls 2D6 to determine how
much movement their pieces get for that turn. A player gets double that movement with a roll of doubles. (Rolling double 6 s, for example, allows the player to move a total of 24 spaces.) On every turn, the player uses the individual rolls of the dice, or adds together the rolls of two six-sided dice, and turns go by in a matter of seconds. Fortunately, adding together the rolls of two six-sided dice is a very easy calculation and does not slow the pace of the game. In addition, the results are all small numbers. The results also tie into the physical space of the game. The board contains only 24 spaces, so any more movement than that would be useless.

Let's now consider scoring in the game spades. Spades has a rather sophisticated scoring system, where players guess their score at the beginning of the game and then, at the end of the game, compare their final results to their initial guess. They then use a scoring system to interpret their results and calculate the final score. This is a somewhat complex calculation, and players often use paper or a calculator to do the scoring-but it is only done once during a game. The numeric results are also much larger than in backgammon, with scores in the hundreds or even up over 1,000. Because this calculation occurs only once a game, it's an event and can even build some tension as a game is calculated, but if it were done every turn, it would completely bog down the game.

Early and even many modern tabletop games and pen-and-paper RPGs continue to use attribute numbers in the single digits and low double digits. For example, a sample fifth edition Dungeons \& Dragons character could start with the following attribute scores:

## STR 10 DEX 13 CON 14 WIS 19 CHA 14

Note that all of these numbers are in the low two-digit range. Also, while this is a modern, fairly sophisticated game, it is working under the same limitations as backgammon in that the players are needing to do calculations in their head. Whereas in backgammon, players do calculations every few seconds, in an RPG they do calculations every few minutes.

As you can see from these examples, the less frequently calculations are made, the more complex they can be and the larger the numbers involved can be. When assigning numbers to attributes, you should think about how much calculation you expect your players to do in their heads. The more calculations, the smaller the numbers should be for attributes. The more frequent the calculations, the smaller and simpler the calculation and numbers must be.

## Use Larger Numbers for More Granularity

If small numbers are easier for players to understand, why not use single-digit numbers for everything? Small numbers do not allow for much granularity or variety. Say that you are assigning strength to five fantasy characters. These are the five characters, and the feeling you want to convey through the strength attribute for each of them:

- Human: Middle-of-the-road guy
- Ogre: Much stronger than anyone else
- Ork: Stronger than humans but significantly weaker than ogres
- Goblin: Weakest by far, but not so weak that they can be ignored
- Dwarf: Stronger than humans but notably weaker than orks

Here's how you might turn these feelings into numbers if you want to constrain the numbers to 10 and below:

- Human: Middle of the road leads you to choose the halfway point, which is 5 .
- Ogre: Because this is the strongest character, it is 10. Note that there is no longer room on the scale for stronger characters like dragons or giants. While this might be fine within the scope of your game, it does limit your ability to expand the game.
- Ork: You might assign an ork a strength of 7 because an ork is much weaker than an ogre but is not that much stronger than a human.
- Goblin: A goblin is the weakest character, so you assign it 2, but 2 might be too weak.
- Dwarf: You are now stuck. If you assigned a dwarf 6, then this character would be stronger than a human but not notably weaker than an ork.

As you can see, even with just five characters and a few criteria, you start running out of space in the scale to properly translate your feelings about character strengths into numbers. As you add more characters and more criteria, the scale will get even more crowded, and characters will start to feel too similar. To fix this, it is tempting to make all the values considerably larger, allowing more granularity to work with.

## Very Large Numbers Are Confusing

Given the problems discussed so far with small numbers, it might seem like a good idea to go to the opposite extreme in a computer game. If you were to use four- or five-digit numbers, you would have plenty of space to make a large variety without ever crowding your range. Further, given that the computer will be doing all the calculations, you don't need to worry about players doing lots of math on big numbers, as they would need to do with a board game. But calculations are not limited to just what a player must do to make the game progress; they also tie in to how well the player can understand what is going on in the game. We humans are, in general, not designed to calculate large numbers in our heads. For example, try to calculate the final hit point score for each of the following scenarios in your head:

- 5 hit points, taking 2 points of damage
- 100 hit points, taking 27 points of damage

■ 34863298 hit points, taking 456321 points of damage
It's clear that the smaller the numbers, the easier the calculations.

The takeaway is that you need to find the right amount of granularity for your game. In general, you want to use numbers that are just large enough to accommodate all needed variety but no larger than absolutely necessary.

## Humans Hate Decimals and Fractions, but Computers Don't Mind Them

It is exceedingly rare, outside of educational math games, to ever show a player a decimal score or a fraction. It's not that they aren't valid numbers, but people just don't like seeing or (worse) calculating them. Games typically show players only whole numbers.

However, behind the scenes, computers have absolutely no problem calculating decimals. This means you can feel free to use as many decimal places as you want for computer calculations as long as you can present whole (rounded) numbers to the player in a way that is not confusing.

## Numbering Example

Figure 11.2 provides an example in which each column presents a pair of values: one for Attribute A and one for Attribute B. In each pair, the ratio of A to B is the same: $94 \%$. Because each pair has the same ratio, for a computer, they would all work exactly the same way. However, players would be able to comprehend some of these numbers easily and others with great difficulty. If the players are going to see the numbers, you should use just the two-digit numbers, if possible, or the three-digit ones.

| Attribute A | 1.230769231 | 16 | 160 | 4592 |
| :---: | :---: | :---: | :---: | :---: |
| Attribute B | 1.307692308 | 17 | 170 | 4879 |
| Ratio | $94 \%$ | $94 \%$ | $94 \%$ | $94 \%$ |

Figure 11.2 Number granularity example

## The Tension Trick

There is a trick that systems designers can use to cause a wide variation of tension in a game by manipulating a few related numbers. The basic rules for tension are as follows:

- Using numbers that are not easy to calculate creates dissonance for players.
- Dissonance creates tension, fear, and other heightened negative emotions.
- These emotions can heighten an experience, if used properly.
- Using numbers that are easy to calculate creates calmness for players.
- Use easy-to-calculate numbers to give the players a calm, easygoing experience and use numbers that are difficult to calculate to cause more heightened emotions.

For example, say that a player character (PC) has 20 HP , and an enemy character should kill the PC in 4 hits. You could assign these numbers for the least tension:

Enemy does 5 damage per hit, so the PC is at 5 HP after 3 hits and at 0 HP after 4 hits.
You could assign these numbers for the most tension:
Enemy does 6 damage per hit, so the PC is at 2 HP after 3 hits and at 0 HP after 4 hits.
In both of these cases, the PC is alive after 3 hits and killed on the fourth, so functionally they are the same. But they can feel very different to a player. Why?

Let's look at it graphically and then break it down further. Imagine that the PC has taken 3 hits. Figure 11.3 shows two options for the health bar for the PC at this point.


Figure 11.3 Lower- and higher-tension health bars

In both cases, the PC will be killed with the next shot, but which one looks scarier? Players know that more red on a health bar is generally a bad thing. The fact that the lower of the two bars is more red signals to the player, subconsciously, more danger, even though numerically the danger is identical with the two health bars.

Let's look at another example. Say that, in a farming game, the player plants a field that is 20 square meters in 1 -square-meter units, so there are 20 total spaces in which to plant. The player has the following resources:

5 corn
10 beans
5 wheat
10 rice

In this example, it is fairly easy for a player to calculate the division of crops to plant. All the numbers are easy to grasp and can easily fit in 20, which is also the total number of squares.

Young or inexperienced players should be able to quickly figure out what to do in this scenario, with little stress.

To increase the tension in the same farming game, you can change the units to something more difficult to grasp and also change the amounts to numbers that are more difficult to calculate. This time, say that the player has 2.5 acres to plant and plants in units of 100 square yards. This alone makes the calculations much more difficult for anyone who is not already familiar with converting square yards into acres. In this case, the player would have 121 things to plant. The player has the following resources:

37 corn
63 beans
58 wheat
29 rice

In this revised example, it is very difficult for the player to do the planting calculations in their head. This difficulty will cause a sense of stress and tension. In an action game, this can heighten the player's experience, but in a farming game, it might create stress in what should be a relaxing activity.

There are no universal right or wrong answers about inducing tension in a game through use of numbers, but there are situational rights and wrongs based on the feeling you want the player to have at any given time.

## Searching for the Right Numbers

Once you decide on the granularity of the numbers you are going to use, it's time to start plugging in numbers. If you have already described the feel you want with the numbers and determined the number of digits and ratio you want to use, you can do a rough pass immediately.

Keep in mind when doing a first pass at data numbers that they will almost certainly not be what you end up with. This is okay and to be expected. Until a game is tested, it is impossible to know the exact effect numbers will have on the game. Don't think of this as failure; instead realize that you can take the pressure off the first pass. If you approach the first pass knowing that the numbers will be wrong, you don't have the stress of trying to guess right the first time. Instead, you can just get some numbers in there. Use the targeted number of digits and rough ratios for each object and just plug them in.

Let's go back to our racing game example from the beginning of the chapter. Say that you want to make a very simple, new-audience-friendly game, so you want to stick to single-digit
numbers. This is what you came up with earlier for what the speed and acceleration should be:

- Sports car: Good acceleration and good top speed
- Muscle car: Fastest top speed but with less acceleration than a sports car
- Motorcycle: Fastest acceleration but lowest top speed

Based on this list and the fact that you want to use single-digit numbers, you might assign the numbers shown in Table 11.1. Are these numbers right? Almost certainly not. But they're a start.

Table 11.1 Basic data table

| Car | Acceleration | Top Speed |
| :--- | :--- | :--- |
| Sports car | 8 | 8 |
| Muscle car | 6 | 10 |
| Motorcycle | 10 | 6 |

When testing numbers, it's a good idea to go beyond reasonable, expected numbers. To find the extents of a range, you must exceed those extents during testing. You want to try making something with too much acceleration or a speed that's too low; for example, you might experiment with your numbers as shown in Table 11.2.

Table 11.2 Experimental data

| Car | Acceleration | Top Speed |
| :--- | :--- | :--- |
| Sports car | 8 | 8 |
| Muscle car | 1 | 15 |
| Motorcycle | 200 | 10 |

These numbers are undoubtedly wrong-and, again, that's fine and expected. You are not trying to get the numbers right at this point. Instead, you are trying to understand your game and game engine. Can the engine handle an acceleration of 200? Does this number cause the game to crash? Does collision still work? By testing unreasonable numbers, you can understand the game and engine better, which will make it more likely that you will find interesting and exciting new results.

The great news is that with game data, there is nothing you can do in testing that can't be undone. You can use this aspect of game making to your advantage for wild and interesting tests. Once you have broken the game in interesting ways and understand the mechanical workings better, it's time to home in on the balance you truly want.

The next step is to test and test and test-and then tune and test more and then do more tuning and testing. On this first round of testing, the goal is to get the numbers to emulate what you wrote in your original list of what you feel you want from the numbers. Does that motorcycle feel like it has great acceleration? Does the sports car feel like it has slower acceleration but can eventually top out at the highest speed? Eventually you will find the right balance with the numbers.

## Further Steps

After completing this chapter, you should take some time to practice in the real world with the concepts covered here. Try these exercises to further explore the numbers that populate game data:

- Look online for data for your favorite games-in a variety of genres-and analyze the scales used in those games. Take note of the kinds of numbers used for each game and how the games compare with each other in terms of the numbers.
- Take the preceding exercise a step further and redo the values for each of the games by changing their values proportionally. Try doubling them, or multiplying by 10, or multiplying by 0.1 Describe how the feel of the game changes when you change the scale of the data numbers.
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of doubles, 310-311
enumerated probability with an even distribution, 321-322
enumerated probability with an uneven distribution, 322-325
imperfect information, 327-328
mapping, 329, 331-334
multi-dimensional, 316-318
mutually exclusive event, 321
notation, 292-293
one-dimensional even-distribution, 293-299
one-dimensional uneven-distribution, 299-300
perception of, 328
relating attribute numbers to, 158-159
of a series of single events, 311-316
uncertainty and, 328-329
producers, 25
prototypes, 263
crafting, 263-264
jumping, 264-265
leveling up, 264
macrosystems, 265
pure luck, testing for, 335
puzzles, 5

## Q-R

QA team, 29-30
questions, writing, 37-40
quotation marks, 58-59

RAND function, 104
RANDBETWEEN function, 105
random connections, brainstorming and, 130
random events
computation use, 329-330
outcome dependency, 331
probability distribution, 331
types of randomness, 330
randomness, 292
range balancing, 196-203
individual balance, 201
systemic balance, 201
RANK function, 99
real-world attributes, researching, 137
reciprocity, 286
balance and, 287-288
overstepping bounds, 286-287
reward expectations, 288-289
shallow relationship, 287
ref sheet, 152-153
relative referencing, 73,75
researching, attributes, 136-137
in past games, 137-138
real-world, 137
rewards, 288-289
ROUND function, 105
rows, 60-61, 148-149
avoiding unnecessary, 151-152
rules, 2-3
data and, 44
tolerance for learning, 7-9
running, 115

## S

scientific method
analyze the data, 35
define a question for playtesting, 32-34
form an explanatory hypothesis, 35
gather information and resources, 34
interpret the data, draw conclusions, and publish results, 35
retest, 35
test the hypothesis, 35
scratch sheet, 155
scripters, 27, 29
series of probability events, calculating, 311-316
session time, 10
sheets
data objects and, 152
introduction, 153-154
output/visualization, 154-155
ref, 152-153
scratch, 155
skills, 12-13
social media, 16-17
solving problems, 275-276
canaries and, 241-244
come up with solutions, 277
communicate with the team, 277
document the changes, 277
eliminate variables, 277
identify the problem, 276
prototype and test, 277
SORT function, 238
sound team, 29
special case words
date or time, 188
"deleteme", 187
"test", 187
spreadsheets, $49,52-53,54,68,146$. See also functions
! operator, 64-65
absolute referencing, 75
calculating probability
2D6 "or higher" cumulative, 309-310
compound, 301-309
dependent event, 318-321
of doubles, 310-311
enumerated probability with an even distribution, 321-322
enumerated probability with an uneven distribution, 322-325
multi-dimensional, 316-318
mutually exclusive event, 321
one-dimensional even-distribution, 293-299
one-dimensional uneven-distribution, 299-300
of a series of single events, 311-316
cells, 54
address, 54-55
formula bar, 55-56
value, 55
color coding, 149-150
columns and rows, 60-61
comments, 68-70
data
labelling, 147-148
validating, 148
data validation, 80-81
data validation dialog, 81-83
filters, 77-79
formfill, 71-76
freezing part of a sheet, 66-67
functions, 89, 106
AVERAGE, 97
choosing, 106-107
complex, 93-94
COUNTA, 100
COUNTIF, 94-95, 101
COUNTUNIQUE, 100
FIND, 102-103
grouping, 90
IF, 101
LEN, 100
MAX, 99
MEDIAN, 97-98
MID, 103
MIN, 99
MODE, 98
NOW, 103-104
RAND, 104
RANDBETWEEN, 105
RANK, 99
ROUND, 105
structure, 90-93
SUM, 96-97
syntax, 93
VLOOKUP, 102
hiding data, 65-66
list validation, 84
named ranges, 84-87
notes, 70-71
possibility grid, 189-192
references, 146-147
referencing a separate sheet, 64-65
relative referencing, 73, 75
sheets, 61,152
introduction, 153-154
output/visualization, 154-155
ref, 152-153
scratch, 155
symbols
ampersand (\&), 59-60
equal sign (=), 56-57
mathematical, 59
parentheses, 58
quotation marks, 58-59
time validation, 83-84
VisiCalc, 53
workbooks, 60, 61-63
sticks, 115
stories, 116-117
stream of consciousness writing, 130
SUM function, 91-93, 96-97
surveys, acquiescence bias, 32
systems, 109-112

## T

target audience
age and, 6-7
competitiveness, 11-12
desired time investment, 10
gender, 7
genre/art/setting/narrative preference, 13
interest in challenge, 9-10
pace preference, 11
platform preference, 12
profiles, 21-22
The Battle for Wesnoth, 20
Bejeweled, 20-21
chess, 18
Galaga, 18-19
Mario Kart, 19
skill level, 12-13
tolerance for learning rules, 7-9
value gained from, 13
value of, 17-18
teamwork, 115
technical artists, 27
technical designer, 29
telemetry testing, 273
data hooks, 273-274
examples, 274-275
testing
canaries and, 241-244
fulcrums, 204-205
handshake formula, 188-194
applications, 193-194
possibility grid, 189-192
for luck dominant, 335-336
for luck influence, 336
for pure luck, 335
throwing, 114-115
time validation, 83-84
tools. See also spreadsheets
3D modeling, 46-47
bug-tracking software, 49
databases, 48-49
documentation, 45
flowchart, 47-48
game engines, 49-50
image editing, 45-46
tools engineers, 27
total time, 10
toys, 5
troubleshooting. See solving problems

## U-V

UNIQUE function, 238
user testing, 269-273
validation, 148
video game industry, 23
VisiCalc, 53
vision holder, 24-25
VLOOKUP function, 102

## W-X-Y-Z

weapons
damage per minute, 174
DPS (damage per second), 173, 174, 175
weighted attributes, 170-172
balance and, 172-173
calculating based on probability, 325-327
DPS (damage per second), 173, 174, 175
word meanings, 281-284
word of mouth, 16
workbooks, 60, 61-63
writing a good question, 37-39

